**PROGRAM:1**

**Write a program to sort an integer array**

#include<conio.h>

#include<stdio.h>

void main()

{

int i,j,a,n, number[30];

clrscr();

printf("enter the value of N \n");

scanf("%d",&n);

printf("enter the numbers \n");

for(i=0;i<n;++i)

scanf("%d",&number[i]);

for(i=0;i<n;++i)

{

for(j=i+1;j<n;++j)

{

if (number[i]>number[j])

{

a=number[i];

number[i]=number[j];

number[j]=a;

}

}

}

printf("Sorted array \n");

for(i=0;i<n;++i)

printf("%d\n",number[i]);

getch();

}

**OUTPUT**

**![C:\Users\student13\Pictures\arya ads scrst\Capture1.PNG](data:image/png;base64,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)**

**PROGRAM:2**

**Write a program to merge 2 sorted arrays**

#include<stdio.h>

#include<conio.h>

void main()

{

int array1[50],array2[50],array3[100],m,n,i,j,k=0;

clrscr();

printf("\n Enter the size of array1:");

scanf("%d",&m);

printf("\n Enter sorted element of array1:\n");

for(i=0;i<m;i++)

{

scanf("%d",&array1[i]);

}

printf("\n Enter size of array2:");

scanf("%d",&n);

printf("\n Enter sorted element of arra2:\n");

for(i=0;i<n;i++)

{

scanf("%d",array2[i]);

}

i=0;

j=0;

while(i<m&&j<n)

{

if(array1[i]<array2[j])

{

array3[k]=array1[i];

i++;

}

else

{

array3[k]=array2[j];

j++;

}

k++;

}

if(i>=m)

{

while(j<n)

{

array3[k]=array2[j];

j=0;

while(i<m&&j<n)

{

if(array1[i]<array2[j])

{

array3[k]=array2[i];

i++;

}

else

{

array3[k]=array2[j];

j++;

}

k++;

}

if(i>=m)

{

while(j<n)

{

array3[k]=array1[i];

i++;

k++;

}

}

printf("\n After merging:\n");

for(i=0;i<m+n;i++)

{

printf("\n%d",array3[i]);

}

getch();

}

}

}

**OUTPUT**

**PROGRAM:3**

**Write a program to implement stack operation**

#include<stdio.h>

#include<conio.h>

#define MAXSIZE 5

struct stack

{

int stk[MAXSIZE];

int top;

};

typedef struct stack STACK;

STACK s;

void push(void);

int pop(void);

void display(void);

void main ()

{

int choice;

int option = 1;

clrscr();

s.top = -1;

printf ("STACK OPERATION\n");

while (option)

{

printf ("------------------------------------------\n");

printf (" 1 --> PUSH \n");

printf (" 2 --> POP \n");

printf (" 3 --> DISPLAY \n");

printf (" 4 --> EXIT \n");

printf ("------------------------------------------\n");

printf ("Enter your choice\n");

scanf ("%d", &choice);

switch (choice)

{

case 1:

push();

break;

case 2:

pop();

break;

case 3:

display();

break;

case 4:

return;

}

fflush (stdin);

printf ("Do you want to continue(0 or 1)?\n");

scanf ("%d", &option);

}

}

/\* Function to add an element to the stack \*/

void push ()

{

int num;

if (s.top == (MAXSIZE - 1))

{

printf ("Stack is Full\n");

return;

}

else

{

printf ("Enter the element to be pushed\n");

scanf ("%d", &num);

s.top = s.top + 1;

s.stk[s.top] = num;

}

return;

}

/\* Function to delete an element from the stack \*/

int pop ()

{

int num;

if (s.top == - 1)

{

printf ("Stack is Empty\n");

return (s.top);

}

else

{

num = s.stk[s.top];

printf ("poped element is = %d\n", s.stk[s.top]);

s.top = s.top - 1;

}

return(num);

}

/\* Function to display the status of the stack \*/

void display ()

{

int i;

if (s.top == -1)

{

printf ("Stack is empty\n");

return;

}

else

{

printf ("\n The status of the stack is \n");

for (i = s.top; i >= 0; i--)

{

printf ("%d\n", s.stk[i]);

}

}

printf ("\n");

}

**OUTPUT**

**PROGRAM:4**

**Write a program to implement circular stack**

#include<stdio.h>

#include<conio.h>

#define MAX 5

int cqueue\_arr[MAX];

int front=-1;

int rear=-1;

void insert(int item)

{

if((front == 0 && rear == MAX-1)||(front == rear+1))

{

printf("queue overflow \n");

return;

}

if(front == -1)

{

front = 0;

rear = 0;

}

else

{

if(rear == MAX-1)

rear = 0;

else

rear = rear+1;

}

cqueue\_arr[rear] = item;

}

void deletion()

{

if(front == -1)

{

printf("queue underflow\n");

return;

}

printf("Element deleted from queue is:%d/n", cqueue\_arr[front]);

if(front == rear)

{

front=-1;

rear=-1;

}

else

{

if(front == MAX-1)

front = 0;

else

front = front+1;

}

}

void display()

{

int front\_pos = front,rear\_pos = rear;

if(front == -1)

{

printf("queue is empty\n");

return;

}

printf("queue elements:");

if(front\_pos <= rear\_pos)

while(front\_pos <= rear\_pos)

{

printf("%d",cqueue\_arr[front\_pos]);

front\_pos++;

}

else

{

while(front\_pos<=MAX-1)

{

printf("%d",cqueue\_arr[front\_pos]);

front\_pos++;

}

front\_pos = 0;

while(front\_pos <= rear\_pos)

{

printf("%d",cqueue\_arr[front\_pos]);

front\_pos++;

}

}

printf("\n");

}

void main()

{

int choice,item;

clrscr();

do

{

printf("1.insert\n");

printf("2.delete\n");

printf("3.display\n");

printf("4.quit\n");

printf("Enter your choice:");

scanf("%d",&choice);

switch(choice)

{

case 1:

printf("input the element for insertion in queue:");

scanf("%d",&item);

insert(item);

break;

case 2:

deletion();

break;

case 3:

display();

break;

case 4:

break;

default:

printf("wrong choice\n");

}

}while(choice!=4);

getch();

}

**OUTPUT**

**PROGRAM:5**

**Write a program to implement linked stack**

|  |
| --- |
|  |
|  | #include<stdio.h> |
|  | #include<stdlib.h> |
|  | #include<limits.h> |
|  | #define CAPACITY 1000 |
|  | struct stack |
|  | { |
|  | int data; |
|  | struct stack \*next; |
|  | }\*top; |
|  | int size = 0; |
|  | void push(int element); |
|  | int pop(); |
|  | void main() |
|  | { |
|  | int choice, data; |
|  | while(1) |
|  | { |
|  | printf("----------------\n"); |
|  | printf("STACK IMPLEMENTATION PROGRAM\n"); |
|  | printf("1.push\n"); |
|  | printf("2.pop\n"); |
|  | printf("3.size\n"); |
|  | printf("4.exit\n"); |
|  | printf("enter your choice\n"); |
|  | scanf("%d",&choice); |
|  | switch(choice) |
|  | { |
|  | case 1: |
|  | printf("enter data to push into stack\n"); |
|  | scanf("%d",&data); |
|  | push(data); |
|  | break; |
|  | case 2: |
|  | data = pop(); |
|  | if (data != INT\_MIN) |
|  | printf("Data =>%d\n", data); |
|  | break; |
|  | case 3: |
|  | printf("stack size:%d\n", size); |
|  | break; |
|  | case 4: |
|  | printf("exiting\n"); |
|  | break; |
|  | default: |
|  | printf("invalid choice, please try again.\n"); |
|  | } |
|  | printf("\n\n"); |
|  | } |
|  | } |
|  | void push(int element) |
|  | { |
|  | struct stack \* newNode = (struct stack \*)malloc(sizeof(struct stack)); |
|  | if(size >= CAPACITY) |
|  | { |
|  | printf("stack overflow\n"); |
|  | return; |
|  | } |
|  | newNode->data = element; |
|  | newNode->next = top; |
|  | top = newNode; |
|  | size++; |
|  | printf("data pushed into stack\n"); |
|  | } |
|  | int pop() |
|  | { |
|  | int data = 0; |
|  | struct stack \* topNode; |
|  | if (size <=0 || !top) |
|  | { |
|  | printf("stack is empty\n"); |
|  | return INT\_MIN; |
|  | } |
|  | topNode = top; |
|  | data = top->data; |
|  | top = top->next; |
|  | free(topNode); |
|  | size--; |
|  | return data; |
|  | } |

**OUTPUT**